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Abstract—This paper outlines a specification system for process control software, named ESPRESO, which was developed at the Nuclear Research Center, Karlsruhe, West Germany. ESPRESO is based on some new ideas, which are combined with elements taken from other systems. ESPRESO consists of a set of concepts, a specification language, a tool for the management, evaluation and validation of specifications, and the method how to use the system. Language, tool, and method are carefully adapted to the concepts. The primary aim was to demonstrate some features of a specification system which are currently not available, rather than to provide a new tool for the software market.

The concepts of ESPRESO were abstracted from the most common tasks in real time programming, focusing on precisely defined operations for process communication. The concept of modules allows for the definition of static units which hide their internal structure from the outside. An attribute grammar was used, which describes not only the context sensitive syntax of the language, but also the effect of the tool for storing specifications. The tool-set was coded in Pascal, and installed on IBM-OS and VAX-VMS.

While ESPRESO is already being used for the specification of a nuclear reactor safety system, more tools are being implemented in order to provide better means for validation and documentation.
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1. Experiences with PSL/PSA and the Generalized Analyzer

In 1976, a group at the Nuclear Research Center, Karlsruhe, West Germany, began to investigate the current state of systems for the specification and design of software. PSL/PSA [1] by ISDOS was soon identified as the best candidate for the institute, and installation was started early in 1977.

When the system was operational, we tried to apply it to some test cases which were taken from the current work of our colleagues and also from textbooks. The results did not support any simple answer as to whether PSL/PSA would improve our software development. We found that the basic ideas (e.g., the concept of a central database and the approach to modeling systems by objects and their relations) are certainly useful, and the implementation was, under the given constraints, successfully achieved, but, on the other hand, we were not completely happy with the PSL/PSA due to some significant difficulties. These were:

- the large size of the system, which makes it hard to manage.
the lack of good training material, without which meant we did not know how to use it,
the vague explanations of syntax and semantics, which were obviously caused by a very pragmatic style,
and, for our particular environment (process control software), the absence of constructs for describing the dynamics of the target system.

By 1978, ISDOS had extended their tools, so that languages other than PSL could be defined, and processed by the so-called Generalized Analyzer (GA) which enabled us to develop a language named PCSL (Process Control software Specification Language) [2]. Thanks to an improved basic model, PCSL is better suited to our applications than PSL was. Still, PCSL suffered from some of the disadvantages of the GA. We were not able to define a recursive syntax (for nested structures), and we could not compel the GA to refuse specifications which are inconsistent with our structuring rules. Finally, the GA was even larger than the PSA-system, and offered (at least at that time) very little support for the evaluation and documentation of specifications.

II. AIMS AND CONCEPTS OF ESPRESO

ESPRESO is a German acronym standing for “development of the specification of process control software” (“System zur Erstellung der Spezifikation von Prozessrechner-Software”). It was designed to provide an aid in the process of formalization. Its components are a formal language (ESPRESO-S) and a tool (ESPRESO-W) to check, store, accumulate, modify, and evaluate specifications.

The goals listed below are valid for any software specification system.

- All information, whether formal or not, should be documented as early as possible. The user should be supported in formalizing the specification. The user should be hindered from stating details too early. There should be one central specification which can be easily accessed and updated by everybody.
- The language should be based on concepts which are simple, well known, easy to use, and translatable into well structured programs. Syntactically, languages for specification should resemble other good languages, e.g., Pascal. To satisfy the needs of nonprofessional readers, various representations of the language may be defined (including graphics).
- A set of tools should be provided to support all activities related to the specification, in particular, creation and maintenance, for error detection, communication, and documentation. The clerical work to be done by the user should be minimized. The tools should be easy to implement and modify. Installation on other computers, including mini-computers, should require only minimal changes.
- In the case of ESPRESO, the special properties of process control software must be taken into account. These properties, which are discussed in [3], can be summarized as follows.

Process control systems are part of larger systems which also consist of asynchronous technical processes and human operators. The processes, whose optimization is the overall goal, dictate the interface to the control system. This implies that a system for process control software specification must be capable of representing:

- the environment, and its interface with the process control system,
- parallelism and communication,
- timing constraints.

Since the goals are partially contradictory, ESPRESO had to be a compromise.

III. THE SPECIFICATION LANGUAGE ESPRESO-S

According to the previous goals, and to our experience with PSL and PCSL, the basic concepts for describing the process control system were chosen as follows.

- If there is a choice among different structuring principles, tree structures should take preference as they allow simple description and easy understanding. The language must support nested representation of tree structures.
- The language must allow for mixing formal and informal parts (“texts”) in the specification. The management of the texts must be supported by the language.
- There must be a construct for describing units which consist of data and the operations upon it (“abstract data structures”).
- Constructs must be provided for the simple description of data flow and the implicit definition of the coordination of concurrent processes. Passing messages is a particularly important way of communication, so the model should provide special constructs to support this. Messages can also be used instead of simple events which are lost once they have occurred. According to our experience, specifications with such events tend to be ambiguous and incomplete.
- Arithmetic is banned from the model in order to keep it simple, and also to support high level specification.
- ESPRESO should not enforce a particular sequence of specification.
- The grammar of the language must be simple, not only in order to limit the size of the tool but also to make it easy to learn.
- The language must be well defined, in every respect. Different from the approach reported elsewhere [4], the object-relationship-model [5] was not questioned when ESPRESO-S was designed.

As a result, ESPRESO-S offers to the user 14 kinds of objects (entities) and 45 relations. The entities are as follows.

- Text-objects for any kind of informal texts. Several texts may be distinguished by selectors. Texts can also be attached to any other object.
- Modules for describing abstract data structures, whose content is accessed only in a strictly controlled way.
- Procedures and blocks, which are the active components of the systems. Procedures may be called at several points, while blocks are used only at one point, forming a tree structure under the relations for refinement (see below).
- Parameters, which are split up into input-, transient-, and output-parameters. They are used to communicate with procedures.
- Variables (in the usual meaning).
Buffers for messages.

Triggers for trivial messages (tokens).

Resources for concrete or abstract, nonconsumable objects.

Triggers are used to represent events, including those defined by time. Variables, buffers, triggers, and resources are called media. They can only be accessed by “actions” (see below).

Types for describing variables, buffers, and more complex types.

Durations for defining real-time requirements and performance.

Constants for predefined values.

The most important relations in ESPRESO-S can be summarized as follows.

A module comprises other objects, including modules.

A procedure or a block may call a procedure, or be refined by several blocks. The execution of subordinate blocks is defined to be either sequential, parallel, or alternative. If specified, execution of a procedure or a block is repeated as long as a condition holds.

A parameter of a procedure is assigned to a constant, variable, or buffer by a calling procedure.

A procedure or block accesses a medium (e.g., reads a variable, produces an item for a buffer or occupies a resource).

Every such access is called an action. Actions imply the necessary coordination of parallel processes (reader/writer, producer/consumer, mutual exclusion). Media and actions form a central concept of ESPRESO. They provide the means to describe the communication of asynchronous processes without diving into the details of synchronization.

Procedures may be accessible (available) from certain modules only. Similar restrictions exist for all media.

Dynamic relations (priority, delay, cycle) are used for the description of procedures, blocks, and triggers.

Media may be described by several relations (e.g., has-type, capacity).

For classifying objects, the names of text-objects may be used as keywords. Texts, which are in general informal, may reference any object by preceding its name by an exclamation mark.

The basic syntactical structure of ESPRESO is the section. A section is used to explicitly introduce an object, to put some informal text on it, or to state its links to other objects.

Examples are

```
procedure get-value (* section-header only *)
and
buffer raw-value (* section header *)
: $ unfiltered signals $; (* text *)
capacity 12 (* statement *)
end raw-value (* section-tail *).
```

Since many statements may contain sections, the sections are nested. A specification is defined to be a sequence of sections.

To give some idea of the language, an incomplete specification for a mixer-system is shown below. This problem was used as a standard example by the Technical Committee on Application Oriented Specification of EWICS, the European Purdue Workshop.

The indentation shown below is the one generated on output. ESPRESO-S is a free format language, but the user can control the format within texts in order to preserve structures like tables, etc. Note the difference between comments and texts. Texts are enclosed by dollar-symbols, and stored when the specification is processed, while comments are simply discarded.

This example was checked by the tool ESPRESO-W.

```
informal problem:
$ The technical process to be controlled produces some material, which is made from three components, two liquids and some solid bricks. While the liquids are portioned one after the other on a scale, two bricks are supplied from a conveyor belt. After a certain time of mixing, the mixer is tipped, and the cycle starts again. $ end problem;

procedure control-all:
while process-running; (* means cyclic execution of control-all until process-running is no longer true *)

sequential
block control-supply:
(* In the sequel, the redundant word block is omitted, where possible *)
parallel
(* control-supply is refined by parallel blocks *)
liquid-supply:
sequential
(* liquid-supply is refined by sequential blocks *)
weigh-A
(* weigh-A is not defined at this point *)
then
weigh-B
then
empty-scale
end liquid-supply
parallel
brick-supply
end control-supply
then
(* i.e., after termination of control-supply *)
control-mixer
end control-all;
(* After specification of the overall behavior, some details are described. The order is irrelevant, and objects already specified before may be extended. Note the references to z, a, and b in the text below. *)
```

```
procedure generate-weighting-signals:
produces scales-reading (* scales-reading is a buffer *)
where $ messages express that the scales have reached
1 lb., or lb., or lb. $;
end;
```
type scale-values: values z, a, b end;
block weigh A:
$ controls the value $!VA for liquid A $;
sequential
  weigh-A-start:
  writes VA-signal where $ becomes open $;
end
then
  weigh-A-wait:
  consumes scales-reading
  where $ a check should make sure that level $!a has been reached. Otherwise, some error-handling is required. $;
end
then
  weigh-A-end:
  writes VA-signal where $ becomes close $;
end
end weigh-A;
block brick-supply:
sequential
  belt-start
then
  belt-run:
  consumes brick-signals where $ two bricks are waited for $;
end
then
  belt-stop (* actions for controlling the belt are not yet specified *)
end brick-supply;
block control-mixer:
sequential
  switch-on-mixer
then
  wait-mixing-time: (* specifies the interval for mixing *)
  takes 1 of mix-delay
end
then
  tip-mixer
then
  return-mixer
then
  switch-off-mixer
end control-mixer;
procedure control-all:
started-by dcy-pushbutton (* supplements the previous definition *)
end;

trigger brick-signals:
$ contains one token for every brick falling from the belt $;
external: (* means that this trigger is located outside
the control-system; although it has not to be implemented, it may be accessed *)
end;
buffer scales-reading:
of-type scale-values end;

(* Only one module is specified here. If the specification
were further refined, submodules could be defined, for
instance for all components which take care of the
liquids. *)

module control-system:
comprises procedure control-all
  and trigger dcy-pushbutton
  and trigger brick-signals
  and module liquid-supply-system:
    comprises block weigh-A
    and block weigh-B
    and buffer scales-reading
    and type scale-values
(* scales-reading and scale-values are accessible only from within module liquid-supply-system *)
end liquid-supply-system
end control-system.

The example demonstrates some important features of ESPRESO-S: the user may exploit the recursive syntax to
describe his system in a most natural way; he is allowed to reference objects which are not yet defined; he can repeat or extend definitions; he may use informal texts not only to describe objects but also to add some information to the actions. The fact that many blocks are not yet refined, or that procedure generate-weighing-signals is not yet related to the top level procedure control-all does not matter as long as the specification is still being prepared.

IV. THE FORMAL DEFINITION OF ESPRESO-S

Nobody can expect the analyst to deliver a complete and formal specification as the very first step of his work. So, if he is required to write down all his information as early as possible, the language must comprise constructs for informal and imprecise information, which the tool must be able to handle. Some people conclude from this situation that there is no need for a precise definition of the specification language.

Experience proves that the opposite is true. The specification language must be well defined, even more so because the specification itself tends to be incorrect (with respect to the intended meaning), incomplete, inconsistent, and vague. Natural language or an unclear specification language will blur those deficiencies.

A further reason is that the semantics of a nonoperational language cannot even be discovered by testing, as is frequently done in the use of ill-defined programming languages. If a specification language is not clearly defined, it will be ambiguous forever.
The definition must cover three aspects of the language.

1) Some specifications will be accepted by the tool, while others will not. The rules which distinguish between those two groups are called syntax. In the past, “syntax” was often used in the sense of “context free syntax.” It should be noticed that context-sensitive elements like the consistent usage of names are included here.

Instead of BNF (Backus-Naur form) [6], which is easy to write and read, but limited to context free syntax, a so-called extended attribute grammar [7] was used. EAG’s differ from the general attribute grammars [8] mainly by their particularly concise notation.

An EAG can be directly obtained from a BNF-grammar by adding so-called attributes. Every attribute of a particular syntactical variable of the grammar (e.g., the syntactical variable “statement”) carries information:

- either on the environment of this construct (e.g., the statements before and after this statement or the name of the program);
- or about the actual value of the construct (e.g., what kind of statement, referring to which objects).

These types of attributes are called inherited and synthesized, respectively. See the Appendix for examples.

2) When a syntactically correct specification is processed by the tool ESPRESO-W, all redundant or meaningless information is discarded. For example, if an object is specified twice (which is not regarded as an error), only one definition is stored, comprising the union of the two sets of information. The mapping from the specification to its stored image is called semantics. Both the implementer and the user of the tool need to know the semantics of ESPRESO-S; therefore, it was defined as precisely as the syntax. This definition was almost for free, because one of the attributes required for the syntax definition can be regarded as the accumulated content of the specification up the actual point of analysis. Thus, when the whole specification has been analyzed, the attribute contains most of the abstract specification. Extensions of the grammar beyond the syntax were necessary only for information not needed to detect inconsistencies and other errors, but must still be stored (e.g., texts).

3) Finally, and most important for the user, every construct of ESPRESO-S has some meaning which, eventually, must be reflected by the ultimate implementation of the specification. Many people tend to take an extreme position on the meaning, saying that it can only be completely defined (as in programming languages) or totally undefined (as in many specification languages). For ESPRESO-S, an attempt was made to find a compromise, based on an improved understanding of what a partially informal specification really can express.

The meaning of a specification written in ESPRESO-S is defined by its mapping onto a well defined language. This (hypothetical) language, called E-Pascal, differs from Pascal in two ways: it supports information hiding, and it comprises calls to a standard real-time operating system [9] for implementing parallelism and synchronization. A more powerful language like Ada, which was not available at that time, could have been used without extensions, but such a mapping would not have shown which particular requirements the specification language imposes on the implementation language and the runtime system.

The mapping, which can only be performed if the stored specification complies with some rules for formal completeness, results in a skeleton of the program. Some parts of the code are ready for compilation (e.g., data and control structures), while basic procedures and blocks need to be refined by the programmer. In particular, actions must be translated into assignment statements and arithmetics. The holes to be filled by the programmer are well isolated, and the programmer is hindered from any unspecified access to media and procedures.

The investigations about the meaning of specifications yielded results which are interesting and encouraging.

First of all, semiformal specifications are shown to have some clear meaning, not merely an intuitive one, which can only be exploited by a human reader. This knowledge should lead to tools which actually implement the transformation conceptualized in this work, or which can check implementations against specifications.

Secondly, many statements in the specifications, though resembling executable statements in programming languages, turned out to have a more static meaning. For instance, the “action”

```
procedure P reads variable V
```

is mapped onto

```
P' (= implementation of P) is granted access to V'.
```

Depending on the program design and on the actual data at runtime, P' may access V' several times, or not at all.

Primarily, the investigations about the mapping to a programming language was not done with the intention to implement an automatic tool; it seemed that this would require too much manpower. Now, as ESPRESO is being used, there is a strong demand for an implementation of the mapping, which is hence considered for future realization. Examples of the definition of ESPRESO-S are given in the Appendix.

V. THE SPECIFICATION TOOL ESPRESO-W

The most important components of ESPRESO-W are those required for checking, storing, and modifying specifications. At the current stage, there is no special ESPRESO-editor; a user wishing to create a specification does so by providing a sequential text-file, which is then converted into the internal representation, and stored in the so-called ESPRESO-file, a simple substitute for a dedicated data base system. The stored information is called reference specification. If it is to be modified, it is first deconverted, i.e., translated back into the language ESPRESO-S, edited with a standard text editor, and converted again. Therefore, the ESPRESO-file-management and the programs for conversion and deconversion constitute the kernel of ESPRESO-W (see Fig. 1).

If the tool kept the deconverted parts in the reference specification (as PSA does), the user would be likely to become confused when he entered his modified files, because the tool would report inconsistencies. Our solution to this problem was to make both the tool for conversion and for deconversion...
“consume” their input, when it is transformed. This means that after conversion the source file will contain only those parts of the specification which were rejected, because they contain errors or are not consistent with the reference specification. Symmetrically, after deconversion the reference specification no longer contains the parts which were translated into ESPRESO-S. Loss of data due to misoperation is prevented by automatic generation of safety copies. This symmetrical “either inside or outside” philosophy is very comprehensible.

The information to be deconverted can be selected and limited by the user in various ways, e.g., he may choose certain objects or all objects related to certain keywords. Desirable functions for evaluating the specifications are listed in [10, 3.3, pp. 43 ff.] Their global aims are:

- to check automatically if the reference-specification satisfies some rules which were intentionally not incorporated into the grammar, for instance that a name must not be referenced outside its range,
- to extract information for manual checks, e.g., information on the data flow,
- to generate documentation and descriptions of subtasks, which can be passed to programmers etc.

Since the ESPRESO-file was designed and implemented as an abstract data structure, which is accessed only via a given set of operations, implementation of the evaluation programs was easy. All programs were written in Pascal.

Theoretically, the program for conversion could have been automatically generated from the EAG. Even though we had access to such a generating system, we did not consider its use, because ESPRESO-W was required to fit into a minicomputer, and still perform reasonably. Nevertheless, the EAG was very useful for implementation [11]. No questions ever arose due to ambiguities, and implementation was easily separated as a task for a master’s thesis. The structure of the grammar was used as a guide for structuring the programs; while the basic constructs of the language (sections) are handled by special code, the large number of similar statements is converted (parsed) and deconverted by table driven routines. As the syntax is recursive, these programs are recursive as well.

VI. Evaluation of ESPRESO

With regard to the goals stated in the opening, ESPRESO is obviously far from being perfect, but in some aspects it seems to be superior to other systems.

Informal statements are possible, formalization is supported. The absence of arithmetics and other elements of programming-in-the-small prevents the analyst from getting lost in details. The tool makes sure that all information is collected within one central ESPRESO-file.

The language ESPRESO-S is simple and well defined. It was shown that (and how) the specifications can be mapped into programming languages. Graphical representations were considered, but are not yet fully defined.

The tool-set ESPRESO-W, as far as it is implemented, fulfills its purpose, although many more components are desirable. It is flexible and portable, and can be applied to identify logical links between specified objects, even those which exist only in the informal parts, thereby easing software modifications. Under realistic conditions, however, more support and control is necessary to force all changes being implemented and documented at all levels affected. Only an integrated set of tools which controls all accesses to every kind of documentation, including the code, will meet this goal.

Describing the environment is not really possible in ESPRESO, and it seems that no solution for this problem is within reach. PAISley was reported to achieve this aim [3], but it seems that the environment is only simulated on a fairly low level, which is possible in any simulation language. What is required is a problem oriented language which allows to describe the environment in a most natural way.

Parallelism and communication is well taken care of in ESPRESO (see below). Time can be specified, but is not yet fully logically integrated into the concepts. The reason is that, according to our experience, timing conditions tend to be rather complicated. Constructs for specifying them would thus be in conflict with the goal of simplicity. As a compromise, informal extensions are allowed within those statements requiring timing constraints.

Comparing ESPRESO with similar systems, it can be classi-
fied as a descendent of the PSL/PSA-SREM-family. All these were designed to support the process of formalization. The most important characteristics of ESPRESO can be found in the approach to communication and synchronization. In PSL, only very little is present for dynamics, while RSL supports the distinction of sequential and parallel activities. But communication on the basis of the stimulus/response-concept is clumsy and tends to obscure the dynamic structure of the system. The set of media introduced in ESPRESO is in my opinion both problem oriented and elegant. A second difference is that ESPRESO has the advantage of precise definition. On the other hand, the set of tools in ESPRESO-W is very limited, compared to its ancestors.

The other mighty family of specification systems comprises those which are based on rigorous concepts, such as algebraic specification. HDM/SPECIAL and HOS represent this philosophy.

Between these two groups, there is a stimulating dichotomy: While the latter is based on formal languages, adapted to the needs of requirements analysis, the former are genuine specification languages, tuned for the largest possible formality. Regarding the definition of ESPRESO, it seems to be close to the threshold on one side; on the other side, PAISley [3] may be its counterpart. Both approaches have complementary advantages and deficiencies: While the more formal languages lend themselves naturally to all formal operations, like automatic or controlled program generation, simulation, and verification, the semiformal ones fit better to the rather chaotic ideas about systems which are not yet fully conceptualized. Time will show if one is superior over the other, or if both should be applied in sequential steps, or if they even can be combined.

VII. Current State and Future Plans (In August 1982)

The kernel of ESPRESO-W was operational in 1981. Recently, some tools for evaluation became available (report on the hierarchy of procedure-calls, identification of not explicitly defined objects), others are being implemented and will soon be installed (report on the hierarchy of modules, checks for names used outside their legal ranges, data flow report). ESPRESO-W was first implemented on a minicomputer (SIEMENS R-20); it is now installed both at Karlsruhe (under IBM/OS) and at Brown Boveri Research Center, Baden, Switzerland (under VAX/VMS). The former system is being used for the specification of a protection system for a nuclear power plant, while the latter serves as a handy experimental system.

The current implementation was basically completed by one person, so the only goal was to prove the feasibility of the concepts, while practical considerations were less important. Here at BBC, we can test how well our ideas fit to the industrial reality. Two problems attract our particular attention, the acceptance of the tool and its ability to manage very large specifications.

A system is not acceptable if it suffers from low availability, poor response time, an unreliable database, fragmentary manuals, or a clumsy command language. A primitive substitute for a data base is insufficient for voluminous data. While the scientist may brush aside these deficiencies, they have a disastrous meaning in an industrial environment. Therefore, we must provide material for users’ training, build a comfortable interface with graphics, and incorporate a proper database system into ESPRESO-W.

As indicated above, the grammar of ESPRESO-S specifies the conversion program. Since this specification turned out to be both precise and efficient, it would be useful to extend it for deconversion, evaluation, and report generation. Some preliminary investigations showed that this would not cause any problems.

VIII. Conclusions

The work on ESPRESO yielded results on three levels.

• Different from many other specification systems, ESPRESO is based on a carefully chosen set of concepts. Most of the attempts to modify its concepts in response to some practical problems failed, because the modifications would have destroyed the simple elegance of the system. The lesson from this experience (which is not at all a new one) is that a consistent set of concepts must be defined in the very beginning; while it cannot be created later, it can easily be ruined.

• From the author’s point of view, the formal definition of ESPRESO-S is the most important result. It proves that such a definition is not a sport for theorists, but a comparatively small investment which immediately pays. Whoever proposes a new specification language without providing a complete formal definition of it, commits an error. How can he convince anybody to prepare a specification of his system, if he himself does not specify his language and its tools? (see [12]).

• Using Pascal for implementation demonstrated the superiority of this language compared to Fortran and Algol 60, but it also exhibited some difficulties due to the absence of modules. Modules are necessary for implementing large software systems according to the principle of information hiding, which contributes significantly to software quality. The ideas of Pascal do not conflict with this principle, and most Pascal-compilers actually support some kind of modules, but their differences decrease the portability of programs. It would be more desirable to have a standard for modules and separate compilation in Pascal [11]. Modula-2 [14] seems to meet this requirement.

Results of investigations on the process of specification and on its relation to the design process, which were a basis of the development of ESPRESO, were published elsewhere [13].

Appendix

Examples of the Formal Definition of ESPRESO-S

This Appendix contains simplified examples from the definition of ESPRESO-S, and also a sample from the original definition.
A. The Grammar of ESPRESO-S

1) Definition of the Syntax: A section is a fundamental construct of ESPRESO-S for defining objects. For the sake of readability, the name of the object has to be repeated at the end of the sections. The context-free grammar in BNF is:

\[ \text{<section> ::= <object-sort> <object-name> colon} \]
\[ \text{<section-body> ::= <statement> <section-body>} \]
\[ \text{end-symbol <object-name>}. \]

In this excerpt, the production rules for \(<\text{object-sort}>\), \(<\text{object-name}>\), and \(<\text{statement}>\) are missing, but obviously the rules cannot enforce that the two occurrences of the object-name are to be consistent. This can be achieved, however, by the use of attributes.

\[ \text{<section} \uparrow \text{name}> ::= \]
\[ \text{<object-sort> <object-name} \uparrow \text{name}> colon} \text{<section-body} \uparrow \text{name}>. \]
\[ \text{<section-body} \downarrow \text{name1}> ::= \]
\[ \text{<statement> <section-body} \downarrow \text{name1}> end-symbol <object-name} \uparrow \text{name2}>. \]
\[ <\text{test name1} = \text{name2}>. \]

If \(\text{name}, \text{name1}, \) and \(\text{name2}\) are substituted consistently, the naming of the sections is necessarily consistent, because the grammar does not provide a production rule for \(<\text{test FALSE}>\). In a similar (however, often more complex) manner all context-sensitive properties of ESPRESO-S are defined.

Note that the distinction between inherited (down) and synthesized attributes (up) is made only for the reader's convenience.

Here, only one attribute was introduced; real productions will contain several, typically from two up to four or five. In EAG's, several attributes of one meta-variable are distinguished simply by their position, rather than by a name, just like parameters of procedures in most programming languages are.

2) Definition of the Semantics: For a typical syntactical variable, there is an inherited attribute whose value is a set, which contains most of the relevant information about the actual context at the very point of analysis. In the definition of a programming language, e.g., that attribute would at any particular point of the program hold all valid (declared) names and their related types. If the subtree of that syntactical variable may contribute to the context of other variables, a second set is defined for a synthesized attribute. The general construction is:

\[ <\text{variable-name} \downarrow \text{INHER-CONTEXT} \downarrow \cdots \uparrow \cdots > \]
\[ \uparrow (\text{INHER-CONTEXT} \phi \text{NEWINFO}). \]

The last parameter is the new context, which consists of the inherited context plus the information derived from the application of production rules on “variable-name.” \(\phi\) is an operator, especially defined for this grammar. The meaning of \(\phi\) is similar to the union-operator for sets. But if all the information in the specification would just be entered into the context-attribute, it might become inconsistent. Therefore, SET-A \(\phi\) set-B is the union of the sets, if they are consistent; otherwise, the result is undefined (e.g., “X is a procedure" \(\phi\) “X is a data”). An undefined result means an error-message during conversion. Otherwise, the information is superimposed, and only the consistent, nonredundant subset of the result is kept. Thus, the context attribute cannot never become redundant or contradictory.

In the grammar of ESPRESO-S, \(\phi\) is formally defined by set-operations.

3) A Typical Production Rule: Below, the application of one typical production rule, which was not simplified, is demonstrated. This rule was taken from [10, p. 120]:

\[ <\text{following blocks} \downarrow \text{C1} \downarrow \text{BLOCK} \downarrow \text{PROCk} \uparrow \text{C2}> \]
\[ ::= \text{empty} <\text{where C2} = \text{C1} \phi (\text{sequent,BLOCK1}) \rightarrow (\text{PROCk,unde})> \]
\[ | <\text{following block} \downarrow \text{C1} \downarrow \text{BLOCK} \downarrow \text{PROCk} \uparrow \text{BLOCK} \uparrow \text{C}> \]
\[ <\text{following blocks} \downarrow \text{C} \phi (\text{sequent,BLOCK1}) \rightarrow (\text{PROCk,BLOCK}) \downarrow \text{BLOCK} \downarrow \text{PROCk} \uparrow \text{C2} >. \]

This rule is required to produce lines 3 and 4 in the following excerpt from a specification:

1) \text{block ABC}:
   
2) \text{sequential block ALPHA: \cdots end ALPHA} \]
3) \text{then block BETA: \cdots end BETA} \]
4) \text{then block GAMMA: \cdots end GAMMA;} \]
5) \text{end ABC.} \]

The ellipses indicate statements which are not relevant here.

The production rule can be explained as follows:
“following blocks” is either empty, or one “following block,” which in turn is followed by more “following blocks.” This is the context-free syntax. In the example above, the second alternative is applied once to produce lines 3 and 4 together, and then once again for line 4 only; finally, the first alternative is used, since the statement ends in line 4.

The attributes in this production are:

- \text{PROCk} the upper level procedure or block (in this example: ABC),
- \text{BLOCK1} the previously defined block (first ALPHA, then BETA),
- \text{BLOCK} the first block following BLOCK1 (first BETA, then GAMMA),
- \text{C1, C und C2} various versions of the context.

C1, PROCK, and BLOCK1 represent inherited attributes, since they are defined by the (left-)context. BLOCK is the name of an object produced from “following block,” thus being a synthesized attribute there, whereas it is used by the “following blocks” as an inherited attribute.
“where C2 = ...” defines the value of C2 and does not produce any terminal symbols.

By the $\phi$-operation, the context-attribute is extended, before it is passed on to “following blocks.” If (sequent,\textsc{beta}) is already linked to objects other than GAMMA or the pseudo-object undefined, the specification is incorrect.

“[r2]” is only a reference to a list of relations. Other references help to find definitions which are not located in the same paragraph.

The reader should note that the word “attribute” is used here in a slightly imprecise way. block, C1, etc. are in fact not attributes but the names of meta-variables, which must be replaced by actual attributes, when the grammar is used to produce any specification. The relation between the name of a meta-variable and its value (i.e., the attribute) is the same as the relation between name (“X”) and value (“2.17”) of a variable used in a program.

The following example (in German) is taken from [10], page 122 f. The complete definition of ESPRESO-S covers 18 pages, not including the definitions and explanations of notations and symbols.

B. Definition of the Meaning

Most units of the specification like variables, buffers, etc. can be transformed into complete declarations, which the programmer need no longer access. But, obviously, a specification written in a language that does not allow for a complete software-description cannot be mapped onto a program ready for compilation. Therefore, those procedures and blocks which are specified to perform actions (e.g., reading) must be finished by the programmer. For every such unit, a “hole,” i.e., an empty frame, is generated, permitting only those procedures and operations to be accessed which are specified. Inside the holes, the programmer may declare and define whatever he wants, but the interface is fixed.

Let us assume that the specification contains the following definition:

```
procedure check-input;
  interface
    consumes measured-value where S between 0.0 and 30.0 S;
    reads upper-limit, lower-limit;
    produces checked-value end check-input.
```

This procedure is mapped onto E-Pascal as follows:

```
procedure check-input;
  interface
    consumes measured-value (* assertion: between 0.0 and 30.0 *);
    reads upper-limit, lower-limit;
    produces checked-value
  end check-input.
```

The interface-declaration provides all access-paths to the environment which are available for the code to be added in the hole.
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